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Seccomp, the widely used system-call security module in Linux, is among the few that still exposes classic
BPF (cBPF) as the programming interface, instead of the modern eBPF. Due to the limited programmability of
cBPF, today’s Seccomp filters mostly implement static allow-deny lists. The only way to implement advanced
policies is to delegate them to user space (e.g., Seccomp Notify); however, such an approach is error prone due
to time-of-check time-of-use issues and costly due to the context switch overhead.

Over the past several years, supporting eBPF filters in Seccomp has been brought up (e.g., by Dhillon [1],
Hromatka [2], and our team [3]) and has raised many offline discussions on the mailing lists [4]. However,
the community has not been convinced that eBPF for Seccomp is 1) necessary nor 2) safe, with opinions like
“Seccomp shouldn’t need it…” and “rather stick with cBPF until we have an overwhelmingly good reason to
use eBPF…” preventing its inclusion.

We have developed a full-fledged eBPF Seccomp filter support and systematically analyzed its security [5]. In
the proposed presentation, using the insight from our system, we will (1) summarize and refute concerns on
supporting eBPF Seccomp filters, (2) present our design and implementation with a holistic view, and (3) open
the discussion for the next steps.

Specifically, to show that eBPF for Seccomp is necessary, we describe several security features we build using
eBPF Seccomp filters, the integration with container runtime like crun, and performance benchmark results.
To show that it is safe, we further describe the use of root-only eBPF Seccomp in container-based use cases,
which strictly obey current kernel security policies and still improve the usefulness of Seccomp. Further,
we will go over the key designs for security, including protecting kernel data, maintaining consistent helper
function capability, and the potential integration with IMA (the integrity measurement architecture).

Finally, we will discuss future opportunities and concerns with allowing unprivileged eBPF Seccomp and
possible avenues to address these concerns.
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